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Abstract
Best testing practices state that tests should verify a single function-
ality or behavior of the system. Tests that verify multiple behaviors
are harder to understand, lack focus, and are more coupled to the
production code. An attempt to identify this issue is the test smell
Eager Test, which aims to capture tests that verify too much func-
tionality based on the number of production method calls. Unfortu-
nately, prior research suggests that counting production method
calls is an inaccurate measure, as these calls do not reliably serve as
a proxy for functionality. We envision a complementary solution
based on runtime analysis: we hypothesize that some tests that
verify multiple behaviors will likely cover multiple paths of the
same production methods. Thus, we propose a novel test smell
named Test Obsessed by Method, a test method that covers multiple
paths of a single production method. We provide an initial empirical
study to explore the presence of this smell in 2,054 tests provided
by 12 test suites of the Python Standard Library. (1) We detect 44
Tests Obsessed by Methods in 11 of the 12 test suites. (2) Each smelly
test verifies a median of two behaviors of the production method.
(3) The 44 smelly tests could be split into 118 novel tests. (4) 23%
of the smelly tests have code comments recognizing that distinct
behaviors are being tested. We conclude by discussing benefits,
limitations, and further research.

CCS Concepts
• Software and its engineering→ Software testing and debug-
ging.
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1 Introduction
Best testing practices state that test methods should verify a sin-
gle functionality or behavior of the system [1, 20, 21, 29, 31]. The
Google Testing Blog refers to this practice as “test behaviors, not
methods” [11]. This simple, but powerful recommendation brings
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Covered path 1: invalid date type (TypeError)

Covered path 2: invalid date value (IllegalWeekdayError/ValueError)

Covered path 3: valid dates, numbers from 0 (Monday) to 6 (Sunday)
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Figure 1: Example of a Test Obsessed by Method in
CPython. Test test_setfirstweekday covers three paths of
setfirstweekday. This test could be split into three tests.

several benefits to software development. First, tests are focused
and easier to understand since each test contains code to exercise
only one behavior [31]. Second, it reduces the coupling between
the test and production code [31]. Third, when a new behavior is
added to the system, a new test should be created for that behavior
(i.e., existing tests are not changed). Thus, tests are more resilient
to changes since adding new behaviors is unlikely to break the
existing tests [13, 31].

Identifying test methods that violate this best practice is impor-
tant for uncovering tests that verify multiple behaviors, that is, tests
that are harder to understand, lack focus, are more coupled to the
production code, and are less resilient to changes. However, this
is not a trivial task because functionality (or behavior) is hard to
define. An attempt at solving this is the test smell Eager Test, which
aims to capture tests that verify too much functionality [20, 29].
Most solutions and tools to catch this test smell rely on rules that
count the number of production method calls in test methods as a
proxy for “the number of functionalities” [12, 22, 23, 30]. Unfortu-
nately, it is not ideal to count production method calls to detect tests
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that verify multiple functionalities. Prior studies report it can be
inaccurate [22], has limited predictive power [30], and developers
tend to disagree with low threshold values of method calls [26].

Given the aforementioned limitations of properly detecting test
methods that verify multiple behaviors, we envision a complemen-
tary solution based on runtime analysis. We hypothesize that some
test methods that verify multiple behaviors will likely cover multiple
paths of the same production methods. Thus, we propose to use the
covered paths of the production methods as a proxy for behaviors
(see Figure 1 for an example). Unlike Eager Test implementations
that work with static analysis (i.e., count of method calls), this novel
smell works with runtime analysis (i.e., count of covered paths).

Thus, we propose a novel test smell named Test Obsessed by
Method, a test method that covers multiple paths of a single pro-
duction method. A test smell can be seen as a symptom of a prob-
lem [20], and in this case, it manifests as the test method’s greed-
iness in trying to cover multiple paths of a production method,
leading to a test that potentially verifies multiple behaviors. Fig-
ure 1 presents an example of a Test Obsessed by Method in CPython.
The test test_setfirstweekday1 calls two production methods
(firstweekday and setfirstweekday), but the issue is that it ver-
ifies multiple behaviors of setfirstweekday. Specifically, the test
executes three distinct paths of setfirstweekday (as detailed in
Figure 1). Path 1 is executed due to an invalid date type, which
raises the exception TypeError. Path 2 occurs due to the invalid
date values, resulting in the exception IllegalWeekdayError. Path
3 is executed due to the valid dates (i.e., 0 to 6). This test could be
fixed by splitting it into three test methods, one for each behavior,
as recommended by best testing practices [31].

This paper has two contributions. First, we propose a novel
test smell named Test Obsessed by Method (Section 3). Second, we
provide an initial empirical study to explore the presence of Tests
Obsessed by Methods in real-world test suites (Section 4). We ana-
lyze 2,054 test methods of 12 real-world test suites of the Python
Standard Library. To detect the smells, we run an instrumented
version of the test suites and collect information about the executed
lines of code at runtime. We define two research questions:

• RQ1: How prevalent are Tests Obsessed by Methods?
We detect 44 Tests Obsessed by Methods in 11 of 12 test suites.
Each smelly test verifies two behaviors of the production
method on the median.

• RQ2: How can we fix Tests Obsessed by Methods? The
44 smelly tests could be split into 118 novel tests. We find
code comments in 10 out of 44 (23%) smelly tests, recognizing
that distinct behaviors are being tested.

Finally, we conclude the paper by discussing the benefits and
limitations of the proposed test smell and further research.

2 Related Work
Ideally, test suites should have good quality to catch bugs and
protect against regressions [1, 7, 16–18]. Test smells indicate po-
tential design problems in the test code [20, 29]. The presence of
test smells in test suites may affect the test quality, maintainability,
and extendability, reducing their effectiveness in finding bugs in
1test_setfirstweekday: https://github.com/python/cpython/blob/2938c3d/Lib/test/test_
calendar.py#L513

production code [3–5, 10, 23, 25, 28]. Ideally, test methods should
verify a single functionality or behavior of the system [31]. Tests
that violate this best practice are considered eager. According to
Meszaros [20], an Eager Test is a test that verifies too much func-
tionality. Van Deursen et al. [21, 29] originally defined it as a test
that checks several methods of the object to be tested. Both defi-
nitions [20, 29] address the Eager Test informally; the number of
verified functionalities or methods is not clear.

To overcome this limitation, other studies define Eager Test more
formally [12, 22, 23, 30]. For example, Van Rompaey et al. [30]
proposed a metric-based approach that relies on the number of
production method calls, but concluded that this metric has lim-
ited predictive power. Test smell detection tools also rely on the
production method calls to detect Eager Tests, for example, setting
a threshold of at least two calls to production methods [12, 23].
Spadini et al. [26] reported that developers disagree with such a
low threshold, finding that four calls to production methods are
better suited to detect Eager Tests. Recently, Panichella et al. [22]
analyzed two test smell detection tools [12, 23] and concluded that
existing tools simply rely on rules that count the number of pro-
duction method calls in test methods as a proxy for “the number of
functionalities”, suggesting that such a simple heuristic is highly
inaccurate. Another important conclusion of the research is that
it is non-trivial to detect Eager Tests automatically, and it is fault-
prone to assume a threshold of just two calls. Thus, detecting test
methods that verify multiple functionalities requires more semantic
awareness than is currently considered [22].

3 Tests Obsessed by Methods
3.1 Overview
A Test Obsessed by Method is a test method that covers multiple
paths of a single production method. The rationale is that each
covered path in such a production method represents a behavior.
Thus, a Test Obsessed by Method is a test that potentially verifies
multiple behaviors. To fix a test method with this smell, we can
create one test method for each tested behavior. In this case, be-
haviors can be conveniently identified by the covered paths of the
productionmethod. For example, the productionmethod setfirst-
weekday presented in Figure 1 has three covered paths, thus, the
test test_setfirstweekday could be split into three tests.

Figure 2 presents test_constructor2 of the CPython argparse
library. This test is problematic because it verifies two behaviors of
the production method Namespace. These behaviors should ideally
be tested in two distinct test methods to verify: (1) an exceptional
case that raises the exception AttributeError and (2) valid cases.

Figure 2: Test Obsessed byMethod: test_constructor tests two
behaviors of Namespace (argparse).

2test_constructor: https://github.com/python/cpython/blob/f474391b/Lib/test/test_
argparse.py#L5673
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Figure 3 shows the test test_splitroot3 of the CPython pathlib
library. This test method is problematic because it verifies three
behaviors of the production method splitroot. These behaviors
should ideally be tested in three distinct test methods, covering
(1) basic paths, (2) POSIX paths (i.e., Unix-like), and (3) NT paths
(i.e.,Windows). Interestingly, the code comments on the test method
highlight that distinct requirements are being tested.

Figure 3: Test Obsessed by Method: test_splitroot tests three
behaviors of splitroot (pathlib).

Lastly, Figure 4 presents test_splitroot4 of the CPython con-
figparser library. This test is problematic because it verifies multiple
exceptional behaviors [7, 17, 18] of the productionmethod Parsing-
Error. These behaviors should ideally be tested in three distinct
test methods, covering the distinct forms to use ParsingError.

Figure 4: Test Obsessed by Method: test_parsing_error tests
three behaviors of ParsingError (configparser).

3test_splitroot: https://github.com/python/cpython/blob/0c5fc272/Lib/test/test_
pathlib.py#L80
4test_parsing_error: https://github.com/python/cpython/blob/0c5fc272/Lib/test/test_
configparser.py#L1604

It is important to note that a test method calling the same pro-
duction method multiple times does not necessarily pose a problem.
Consider, for example, a test method that calls method add of some
data structure multiple times and then verifies the data structure
size. In this case, calling the same method add multiple times is
not an issue, and this test method is not a Test Obsessed by Method.
Indeed, test methods like this one will be present in any test suite;
thus, the challenge is to distinguish such valid tests from the ones
that are really verifying multiple behaviors of a production method.
To reduce the possibility of false positives, we rely on runtime
analysis to detect Tests Obsessed by Methods.

3.2 Detecting Tests Obsessed by Methods
To detect Tests Obsessed by Methods, we perform runtime analysis
by collecting data during test execution. We collect the covered
paths of every production method executed by the test methods. A
covered path refers to a set of input values that cause the production
method to follow the same execution flow, resulting in the execution
of identical lines of code. If a test covers two or more paths of a
production method, it is classified as smelly. For example, test_-
setfirstweekday covers three paths of setfirstweekday: (1) line
2; (2) lines 2,3; and (3) lines 2,4; thus, it is smelly.

4 Preliminary Empirical Study
4.1 Design
Case Study: We aim to identify the presence of Tests Obsessed
by Methods in real-world test suites. For this purpose, we analyze
2,054 test methods of 12 test suites of the Python Standard Library:
gzip, email, calendar, ftplib, collections, os, tarfile, pathlib, logging,
smtplib, argparse, and configparser. Our dataset is available at:
https://doi.org/10.5281/zenodo.17469070.
Runtime Analysis: To detect the covered paths of the production
methods, we run an instrumented version of the test suites and
collect information about the executed lines at runtime. We rely on
SpotFlow [15], a tool to ease runtime analysis in Python, which is
implemented with the support of the standard trace function [27].

4.2 Results
RQ1: How prevalent are Tests Obsessed by Methods? We find
54 Test Obsessed by Method candidates in the 2,054 analyzed test
methods. We manually analyzed the 54 tests and detected 44 true
positives and 10 false positives, resulting in a precision of 81.5%.
True positives are test methods that can be split into multiple tests,
while false positives are harder or impossible to split. Examples of
true positives are presented in Figures 1-4. False negatives occur
in scenarios where the production method is invoked indirectly
within the test or is executed as part of the test setup. The smelly
tests are present in 11 of 12 test suites; on the median, they exercise
two paths of the production method. Table 1 details the number of
Tests Obsessed by Methods by covered paths.

Table 1: Tests Obsessed by Methods by covered paths.

Total Covered Paths
2 3 4 5 7

#Tests Obsessed by Methods 44 25 12 5 1 1

https://github.com/python/cpython/blob/0c5fc272/Lib/test/test_pathlib.py#L80
https://github.com/python/cpython/blob/0c5fc272/Lib/test/test_pathlib.py#L80
https://github.com/python/cpython/blob/0c5fc272/Lib/test/test_configparser.py#L1604
https://github.com/python/cpython/blob/0c5fc272/Lib/test/test_configparser.py#L1604
https://doi.org/10.5281/zenodo.17469070
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RQ2: How can we fix Tests Obsessed by Methods? In this RQ,
we explore how the Tests Obsessed by Methods could be potentially
fixed. Considering that each smelly test verifying n behaviors could
be split into n tests (i.e., one for each covered path), the 44 smelly
tests could be split into 118 novel tests (i.e., 25×2 + 12×3 + 5×4 +
1×5 + 1×7), as detailed in Table 1.

Interestingly, among the 44 smelly tests, 10 have code comments
recognizing that distinct behaviors are, in fact, being tested. Due to
the space limit, we briefly present three examples. The first example
happens in the test test_splitroot (see Figure 3). In this case,
the comments highlight that distinct behaviors of the production
method splitroot are tested: (1) basic paths, (2) POSIX paths, and
(3) NT paths. The second example is the test test_is_tarfile_-
erroneous5 of the tarfile library, which tests two behaviors of
is_tarfile. In this case, the comments suggest that two behaviors
of is_tarfile are verified: (1) for string tar files and (2) for file-
like object tar files. Finally, the third example happens in the test
test_is_absolute6 of the pathlib library. It tests two behaviors
of the method is_absolute: (1) for NT files and (2) for UNC paths.

Summary: (1) We detect 44 Tests Obsessed by Methods in 11 of 12
test suites. (2) Each smelly test verifies a median of two behaviors
of the production method. (3) The 44 smelly tests could be split
into 118 novel tests. (4) 10 in 44 (23%) smelly tests have comments
recognizing that distinct behaviors are being tested.

5 Discussion
5.1 Fixing Tests Obsessed by Methods
We identified Tests Obsessed by Methods in 11 of the 12 analyzed
test suites, indicating that the problem is spread over multiple
projects rather than isolated. One important aspect of Tests Obsessed
by Methods is that behaviors can be conveniently identified by
the covered paths of the production method. This is why the 44
smelly tests could be refactored into 118 novel, focused tests. In
contrast, the 10 false positives refer to cases harder to refactor, such
as production methods part of the test setup.

Thus, the proposed test smell not only identifies the problem
(i.e., testing multiple behaviors within a single test), but also pro-
vides guidance for resolution (i.e., create one test per covered path).

5.2 Runtime Analysis
Most test smell detection techniques rely on static analysis. How-
ever, identifying Tests Obsessed by Methods requires runtime (dy-
namic) analysis, which involves executing the test suite and gath-
ering runtime data. Other test smells also rely on runtime analysis,
for example, Rotten Green Tests, which are passing tests with at least
one assertion not executed [2, 9, 19, 24]. While runtime analysis is
more expensive than static, it can identify problems that are only
“visible” when code is executed, such as a test with an assertion not
executed or that covers multiple paths of a production method.

5test_is_tarfile_erroneous: https://github.com/python/cpython/blob/850189a6/Lib/
test/test_tarfile.py#L359
6test_is_absolute: https://github.com/python/cpython/blob/850189a6/Lib/test/test_
pathlib.py#L1222

Table 2: Eager Test vs. Test Obsessed by Method.

Test Method Eager Test Test Obsessed
2 calls 4 calls by Method

test_setfirstweekday ✔ ✘ ✔
test_constructor ✘ ✘ ✔
test_splitroot ✘ ✘ ✔
test_parsing_error ✘ ✘ ✔
test_is_tarfile_erroneous ✘ ✘ ✔
test_is_absolute ✘ ✘ ✔

5.3 Comparison with Eager Test
Eager Test is defined as a test method that contains multiple calls to
multiple production methods [23]. It is unclear what should be the
minimum number of production method calls: some studies suggest
at least two calls [12, 23], while others recommend at least four
calls [26]. Moreover, constructor calls are typically excluded [22];
otherwise, any test that instantiates a class and calls a method could
be an Eager Test. Considering the six Tests Obsessed by Methods dis-
cussed in this paper, only test_setfirstweekdaywith a threshold
of 2 calls would be classified as Eager Test as well. All the other
tests would not be classified as Eager Test, as detailed in Table 2.
Therefore, Tests Obsessed by Methods can detect smelly tests that
Eager Test does not identify.

6 Limitations
The proposed test smell is not intended to detect all test methods
that verify multiple behaviors. Instead, we aim to identify some
test methods that verify multiple behaviors, particularly those fo-
cused on testing multiple behaviors of a single production method.
Therefore, it should be used in complement to other test smells,
such as Eager Test, rather than a substitute. In fact, Tests Obsessed by
Methods may identify smelly tests that Eager Test misses, and vice
versa. Further analysis is needed to better compare both smells.

7 Conclusion and Future Work
We proposed a novel test smell named Test Obsessed by Method,
a test method that covers multiple paths of a single production
method. We conducted an initial study to explore the presence of
this smell and found it in 11 of 12 test suites.
Future Work: First, we plan to conduct a qualitative study with
experts to better understand the limitations of tests that verify mul-
tiple behaviors. Second, we plan to expand the empirical study by
includingmore real-world test suites, not only from the Python Stan-
dard Library. Lastly, we intend to conduct a contribution study [6, 8,
14] in which we submit pull requests containing refactorings that
remove Tests Obsessed by Methods in open-source projects. We hope
to better understand software engineers’ ideas about the problem
and the proposed refactoring.
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